### Introduction to the new HTTP module

The multiple versions of the Angular HTTP module all have an **RxJS Observable-based API**. This means that the multiple calls to the HTTP module will all return an observable, that we need to subscribe to one way or the other.

Here are some key things to bear in mind regarding this particular type of Observables returned by the HTTP module:

* if we don't subscribe to these observables, nothing will happen
* if we subscribe multiple times to these observables, multiple HTTP requests will be triggered (see this [post](http://blog.angular-university.io/angular-2-rxjs-common-pitfalls/) for more details)
* This particular type of Observables are single-value streams: If the HTTP request is successful, these observables will emit only one value and then complete
* these observables will emit an error if the HTTP request fails, more on this later

With this in mind, let's have a look at some of the most common tasks that we will come across using the HTTP library.

# **The HttpClient post() Method**

You can send Http post requests using the HttpClient.post method.

According to the Angular docs. This is the signature of this method:

post(url: string, body: any | null, options: {  
 headers?: HttpHeaders | {  
 [header: string]: string | string[];  
 };  
 observe?: HttpObserve;  
 params?: HttpParams | {  
 [param: string]: string | string[];  
 };  
 reportProgress?: boolean;  
 responseType?: 'arraybuffer' | 'blob' | 'json' | 'text';  
 withCredentials?: boolean;  
} = {}): Observable<any>

TheHttpClient.post method provides the following arguments:

* **url**: the target server’s URL.
* **body**: the data to be posted,
* **options**: an optional argument used for headers, and parameters, etc.

The HttpClient.post method returns an RxJS Observable that you need to subscribe to in order to get the received data in the response.

# **Sending an Http Post Request**

After making the previous steps, you can now send a post request to your backend server or third-party API service. For example, first we define a method as follows in our service/component:

**sendPostRequest(data: any): Observable<any> {  
 return this.httpClient.post<any>(YOUR-SERVER-URL, data);  
}**

Next, you simply need to call the method and subscribe to the returned observable to actually send the Http post request to the server:

**sendPostRequest(data).subscribe(  
 res => {  
 console.log(res);  
 }  
);**

# **Start by Importing HttpClientModule**

Before you can use HttpClient methods including the post method, you need to first import and include HttpClientModule in your main application module:

**import { HttpClientModule } from '@angular/common/http'**

**;**

**@NgModule({  
 imports: [   
 HttpClientModule,  
 // [...]   
 ],  
 // [...]  
})**  
export class AppModule { }

## Simple POST request with a JSON body and response type <any>

This sends an HTTP POST request to the [Reqres](https://reqres.in/" \t "_blank) api which is a fake online REST api that includes a /api/posts route that responds to POST requests with the contents of the post body and an id property. The id from the response is assigned to the local postId property in the subscribe callback function.

The response type is set to <any> so it handle any properties returned in the response.

ngOnInit() {

this.http.post<any>('https://reqres.in/api/posts', { title: 'Angular POST Request Example' }).subscribe(data => {

this.postId = data.id;

})

}

Example Angular component at <https://stackblitz.com/edit/angular-http-post-examples?file=app/components/post-request.component.ts>

## POST request with strongly typed response

This sends the same request as the above but sets the response type to a custom Article interface that defines the expected response properties.

ngOnInit() {

this.http.post<Article>('https://reqres.in/api/posts', { title: 'Angular POST Request Example' }).subscribe(data => {

this.postId = data.id;

})

}

...

interface Article {

id: number;

title: string;

}

Example Angular component at <https://stackblitz.com/edit/angular-http-post-examples?file=app/components/post-request-typed.component.ts>

## POST request with error handling

This sends a request to an invalid url on the api then assigns the error to the errorMessage component property and logs the error to the console.

The object passed to the request subscribe() method contains two callback functions, the next() function is called if the request is successful and the error() function is called if the request fails.

ngOnInit() {

this.http.post<any>('https://reqres.in/invalid-url', { title: 'Angular POST Request Example' }).subscribe({

next: data => {

this.postId = data.id;

},

error: error => {

this.errorMessage = error.message;

console.error('There was an error!', error);

}

})

}

Example Angular component at <https://stackblitz.com/edit/angular-http-post-examples?file=app/components/post-request-error-handling.component.ts>

## POST request with headers set

This sends the same request again with a couple of headers set, the HTTP Authorization header and a custom header My-Custom-Header.

The below headers are created as a plain javascript object, they can also be created with the HttpHeaders class, e.g. const headers = new HttpHeaders({ 'Authorization': 'Bearer my-token', 'My-Custom-Header': 'foobar' })

To set or update headers on an existing HttpHeaders object call the set() method, e.g. const headers = new HttpHeaders().set('Authorization', 'Bearer my-token')

ngOnInit() {

const headers = { 'Authorization': 'Bearer my-token', 'My-Custom-Header': 'foobar' };

const body = { title: 'Angular POST Request Example' };

this.http.post<any>('https://reqres.in/api/posts', body, { headers }).subscribe(data => {

this.postId = data.id;

});

}

Example Angular component at <https://stackblitz.com/edit/angular-http-post-examples?file=app/components/post-request-headers.component.ts>

**Example-**

**HTTP Post Example**

Create a new Angular App.

|  |  |
| --- | --- |
|  | ng new httpPost |

**Import HttpClientModule**

Import the HttpClientModule & FormsModule in app.module.ts. Also, add it to the imports array.

|  |  |
| --- | --- |
|  | import { BrowserModule } from '@angular/platform-browser';  import { NgModule } from '@angular/core';    import { HttpClientModule } from '@angular/common/http';  import { FormsModule } from '@angular/forms'    import { AppRoutingModule } from './app-routing.module';  import { AppComponent } from './app.component';    @NgModule({    declarations: [      AppComponent    ],    imports: [      BrowserModule,      AppRoutingModule,      HttpClientModule,      FormsModule,    ],    providers: [],    bootstrap: [AppComponent]  })  export class AppModule { } |

**Faking Backend**

In the [HTTP Get example](https://www.tektutorialshub.com/angular/angular-http-get-example-using-httpclient/), we made use of the publicly available GitHub API. For this example, we need a backend server, which will accept the post request.

There are few ways to create a fake backend. You can make use of an [in-memory web API](https://github.com/angular/in-memory-web-api) or the [JSON server](https://github.com/typicode/json-server). For this tutorial, we will make use of the JSON Server.

Install the JSON-server globally using the following npm command

|  |  |
| --- | --- |
|  | **npm install -g json-server** |

create a db.json file with some data. The following example contains data of people with id & name fields.

|  |  |
| --- | --- |
|  | {    "people": [      {        "id": 1,        "name": "Don Bradman"      },      {        "id": 2,        "name": "Sachin Tendulkar"      }    ]  } |

Start the server

|  |  |
| --- | --- |
|  | json-server --watch db.json |

The json-server starts and listens for requests on port 3000.

Browse the URL <http://localhost:3000/> and you should be able to see the home page

The URL<http://localhost:3000/people> lists the people from the db.json. You can now make GET POST PUT PATCH DELETE OPTIONS against this URL

**Model**

Now, back to our app and create a Person model class under person.ts

|  |  |
| --- | --- |
|  | export class Person {    id:number    name:string  } |

**HTTP Post Service**

Now, let us create a Service, which is responsible to send HTTP Requests. Create a new file api.service.ts and copy the following code

|  |  |
| --- | --- |
|  | import { HttpClient, HttpHeaders } from '@angular/common/http';  import { Person } from './person';  import { Injectable } from '@angular/core';  import { Observable } from 'rxjs';    @Injectable({providedIn:'root'})  export class ApiService {      baseURL: string = "http://localhost:3000/";      constructor(private http: HttpClient) {    }      getPeople(): Observable<Person[]> {      console.log('getPeople '+this.baseURL + 'people')      return this.http.get<Person[]>(this.baseURL + 'people')    }      addPerson(person:Person): Observable<any> {      const headers = { 'content-type': 'application/json'}      const body=JSON.stringify(person);      console.log(body)      return this.http.post(this.baseURL + 'people', body,{'headers':headers})    }    } |

The URL endpoint of our json-server is hardcoded in our example, But you can make use of a [config file](https://www.tektutorialshub.com/angular/angular-runtime-configuration/) to store the value and read it using the [APP\_INITIALIZER](https://www.tektutorialshub.com/angular/angular-how-to-use-app-initializer/) token

|  |  |
| --- | --- |
|  | baseURL: string = "http://localhost:3000/"; |

We inject the HttpClient using the [Dependency Injection](https://www.tektutorialshub.com/angular/angular-dependency-injection/)

|  |  |
| --- | --- |
|  | constructor(private http: HttpClient) {  } |

The getPeople() method sends an [HTTP GET](https://www.tektutorialshub.com/angular/angular-http-get-example-using-httpclient/) request to get the list of persons. Refer to the tutorial [Angular HTTP GET Example](https://www.tektutorialshub.com/angular/angular-http-get-example-using-httpclient/) to learn more.

|  |  |
| --- | --- |
|  | getPeople(): Observable<Person[]> {      console.log('getPeople '+this.baseURL + 'people')      return this.http.get<Person[]>(this.baseURL + 'people')    } |

In the addPerson method, we send an HTTP POST request to insert a new person in the backend.

Since we are sending data as JSON, we need to set the 'content-type': 'application/json' in the HTTP header. The JSON.stringify(person) converts the person object into a JSON string.

Finally, we use the http.post() method using URL, body & headers as shown below.

|  |  |
| --- | --- |
|  | addPerson(person:Person): Observable<any> {      const headers = { 'content-type': 'application/json'}      const body=JSON.stringify(person);      console.log(body)      return this.http.post(this.baseURL + 'people', body,{'headers':headers})    } |

The post() method returns an [observable](https://www.tektutorialshub.com/angular/angular-observable-tutorial-using-rxjs/). Hence we need to subscribe to it.

**Component**

**Template**

The template is very simple.

We ask for the name of the person, which we want to add to our backend server. The two-way data binding ([(ngModel)]="person.name") keeps the person object in sync with the view.

|  |  |
| --- | --- |
|  | <h1>{{title}}</h1>    <div>    <div>      <label>Name: </label>      <input [(ngModel)]="person.name" />    </div>    <div>      <button (click)="addPerson()">Add</button>    </div>  </div>    <table class='table'>    <thead>      <tr>        <th>ID</th>        <th>Name</th>      </tr>    </thead>    <tbody>      <tr \*ngFor="let person of people;">        <td>{{person.id}}</td>        <td>{{person.name}}</td>      </tr>    </tbody>  </table> |

**Code**

In the refreshPeople() method, we subscribe to the getPeople() method of our ApiService to make an [HTTP get() request](https://www.tektutorialshub.com/angular/angular-http-get-example-using-httpclient/) to get the list of people.

Under the addPerson() method, we subscribe to the apiService.addPerson(). Once the post request finishes, we call refreshPeople() method to get the updated list of people.

|  |  |
| --- | --- |
|  | import { Component, OnInit } from '@angular/core';  import { ApiService } from './api.service';  import { Person } from './person';    @Component({    selector: 'app-root',    templateUrl: './app.component.html',    styleUrls: ['./app.component.css']  })  export class AppComponent implements OnInit {      title = 'httpGet Example';    people:Person[];    person = new Person();      constructor(private apiService:ApiService) {}      ngOnInit() {      this.refreshPeople()    }      refreshPeople() {      this.apiService.getPeople()        .subscribe(data => {          console.log(data)          this.people=data;        })      }      addPerson() {      this.apiService.addPerson(this.person)        .subscribe(data => {          console.log(data)          this.refreshPeople();        })    }    } |

**HTTP Post output**
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**HTTP Post syntax**

The above code is a very simple example of the HTTP post() method. The complete syntax of the post() method is as shown below. The first two arguments are URL and body. It has the third argument options, where we can pass the HTTP headers, parameters, and other options to control how the post() method behaves.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | post(url: string,       body: any,       options: {          headers?: HttpHeaders | { [header: string]: string | string[]; };          observe?: "body|events|response|";          params?: HttpParams | { [param: string]: string | string[]; };          reportProgress?: boolean;          responseType: "arraybuffer|json|blob|text";          withCredentials?: boolean;       }  ): Observable |

* headers : use this to send the HTTP Headers along with the request
* params: set query strings / URL parameters
* observe: This option determines the return type.
* responseType: The value of responseType determines how the response is parsed.
* reportProgress: Whether this request should be made in a way that exposes [progress events](https://developer.mozilla.org/en-US/docs/Web/API/XMLHttpRequest/readyState).
* withCredentials: Whether this request should be sent with outgoing credentials (cookies).

**observe**

The POST method returns one of the following

1. Complete response
2. body of the response
3. [events](https://developer.mozilla.org/en-US/docs/Web/API/XMLHttpRequest/readyState).

By default, it returns the body.

**Complete Response**

The following code will return the complete response and not just the body

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | addPerson(person:Person): Observable<any> {      const headers = { 'content-type': 'application/json'}      const body=JSON.stringify(person);        return this.http.post(this.baseURL + 'people', body,{'headers':headers , observe: 'response'})  } |

**events**

You can also listen to progress events by using the { observe: 'events', reportProgress: true }. You can read about [observe the response](https://brianflove.com/2018-09-03/angular-http-client-observe-response/)

|  |  |
| --- | --- |
| 1  2  3 | return this.http.post(this.baseURL + 'people', body,{'headers':headers, observe: 'response',reportProgress: true}) |

**Response Type**

The responseType determines how the response is parsed. it can be one of the arraybuffer, json blob or text. The default behavior is to parse the response as JSON.

**Strongly typed response**

Instead of any, we can also use a type as shown below

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | addPerson(person:Person): Observable<Person> {      const headers = { 'content-type': 'application/json'}      const body=JSON.stringify(person);      console.log(body)      return this.http.post<Person>(this.baseURL + 'people', body,{'headers':headers})    } |

**String as Response Type**

The API may return a simple text rather than a JSON. Use responsetype: 'text' to ensure that the response is parsed as a string.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | addPerson(person:Person): Observable<Person> {      const headers = { 'content-type': 'application/json'}      const body=JSON.stringify(person);        return this.http.post<Person>(this.baseURL + 'people', body,{'headers':headers, responsetype: 'text'})    } |

**Catching Errors**

The API might fail with an error. You can catch those errors using catchError. You either handle the error or throw it back to the component using the throw err

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | addPerson(person:Person): Observable<Person> {      const headers = { 'content-type': 'application/json'}      const body=JSON.stringify(person);        return this.http.post<Person>(this.baseURL + 'people', body,{'headers':headers})         .pipe(           catchError((err) => {             console.error(err);             throw err;           }         )    } |

Read more about error handling from [Angular HTTP interceptor error handling](https://www.tektutorialshub.com/angular/angular-http-error-handling/)

**Transform the Response**

You can make use of the map, filter RxJs Operators to manipulate or transform the response before sending it to the component.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | addPerson(person:Person): Observable<Person> {      const headers = { 'content-type': 'application/json'}      const body=JSON.stringify(person);        return this.http.post<Person>(this.baseURL + 'people', body,{'headers':headers})         .pipe(            map((data) => {              //You can perform some transformation here             return data;           }),           catchError((err) => {             console.error(err);             throw err;           }         )    } |

**URL Parameters**

The [URL Parameters or Query strings](https://www.tektutorialshub.com/angular/angular-pass-url-parameters-query-strings/) can be added to the request easily using the [HttpParams](https://www.tektutorialshub.com/angular/angular-pass-url-parameters-query-strings/) option. All you need to do is to create a new HttpParams class and add the parameters as shown below.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | addPerson(person:Person): Observable<Person> {      const headers = { 'content-type': 'application/json'}       const params = new HttpParams()        .set('para1', "value1")        .set('para2',"value2");      const body=JSON.stringify(person);        return this.http.post<Person>(this.baseURL + 'people', body,{'headers':headers, 'params': params})      } |

The above code sends the GET request to the URL http://localhost:3000/people?para1=value1&para2=value2

The following code also works.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | addPerson(person:Person): Observable<Person> {      const headers = { 'content-type': 'application/json'}          const body=JSON.stringify(person);        return this.http.post<Person>(this.baseURL + 'people?para1=value1&para2=value2', body,{'headers':headers))      } |

**HTTP Headers**

You can also add HTTP Headers using the HttpHeaders option as shown below. You can make use of the [Http Interceptor to set the common headers](https://www.tektutorialshub.com/angular/angular-httpclient-http-interceptor/). Our example code already includes an HTTP header

**Send Cookies**

You can send cookies with every request using the withCredentials=true as shown below. You can make use of the[Http Interceptor](https://www.tektutorialshub.com/angular/angular-httpclient-http-interceptor/) to set the withCredentials=true for all requests.

|  |  |
| --- | --- |
| 1  2  3 | return this.http.post<Person>(this.baseURL + 'people?para1=value1&para2=value2', body,{'headers':headers, withCredentials=true)) |

**Summary**

This guide explains how to make use of HTTP post in Angular using an example app